EXP 1 :-

PROGRAM :

import itertools

def tsp\_brute\_force(graph):

all\_nodes = set(graph.keys())

start\_node = next(iter(all\_nodes))

min\_cost = float('inf')

min\_path = None

for path in itertools.permutations(all\_nodes - {start\_node}):

current\_path = [start\_node] + list(path) + [start\_node]

total\_cost = sum(graph[current\_path[i]][current\_path[i + 1]] for i in range(len(current\_path) - 1))

if total\_cost < min\_cost:

min\_cost = total\_cost

min\_path = current\_path

return min\_path, min\_cost

# Example graph representation (node: {neighbor: cost})

graph = {

'A': {'B': 10, 'C': 15, 'D': 20},

'B': {'A': 10, 'C': 35, 'D': 25},

'C': {'A': 15, 'B': 35, 'D': 30},

'D': {'A': 20, 'B': 25, 'C': 30}

}

best\_path, min\_distance = tsp\_brute\_force(graph)

print("Best Path:", best\_path)

print("Minimum Distance:", min\_distance)

OUTPUT :-

![](data:image/png;base64,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)